Concept of Tokenization, Stemming, and Lemmatization

In this section, we will understand what is tokenization, stemming, and lemmatization.

**Tokenization**

It may be defined as the process of breaking the given text i.e. the character sequence into smaller units called tokens. The tokens may be the words, numbers or punctuation marks. It is also called word segmentation. Following is a simple example of tokenization −

**Input** − Mango, banana, pineapple and apple all are fruits.

**Output** −![Tokenization](data:image/png;base64,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)

The process of breaking the given text can be done with the help of locating the word boundaries. The ending of a word and the beginning of a new word are called word boundaries. The writing system and the typographical structure of the words influence the boundaries.

In the Python NLTK module, we have different packages related to tokenization which we can use to divide the text into tokens as per our requirements. Some of the packages are as follows −

sent\_tokenize package

As the name suggest, this package will divide the input text into sentences. We can import this package with the help of the following Python code −

from nltk.tokenize import sent\_tokenize

word\_tokenize package

This package divides the input text into words. We can import this package with the help of the following Python code −

from nltk.tokenize import word\_tokenize

WordPunctTokenizer package

This package divides the input text into words as well as the punctuation marks. We can import this package with the help of the following Python code −

from nltk.tokenize import WordPuncttokenizer

Stemming

While working with words, we come across a lot of variations due to grammatical reasons. The concept of variations here means that we have to deal with different forms of the same words like ***democracy, democratic,*** and ***democratization***. It is very necessary for machines to understand that these different words have the same base form. In this way, it would be useful to extract the base forms of the words while we are analyzing the text.

We can achieve this by stemming. In this way, we can say that stemming is the heuristic process of extracting the base forms of the words by chopping off the ends of words.

In the Python NLTK module, we have different packages related to stemming. These packages can be used to get the base forms of word. These packages use algorithms. Some of the packages are as follows −

PorterStemmer package

This Python package uses the Porter’s algorithm to extract the base form. We can import this package with the help of the following Python code −

from nltk.stem.porter import PorterStemmer

For example, if we will give the word **‘writing’** as the input to this stemmer them we will get the word **‘write’** after stemming.

LancasterStemmer package

This Python package will use the Lancaster’s algorithm to extract the base form. We can import this package with the help of the following Python code −

from nltk.stem.lancaster import LancasterStemmer

For example, if we will give the word **‘writing’** as the input to this stemmer them we will get the word **‘write’** after stemming.

SnowballStemmer package

This Python package will use the snowball’s algorithm to extract the base form. We can import this package with the help of the following Python code −

from nltk.stem.snowball import SnowballStemmer

For example, if we will give the word **‘writing’** as the input to this stemmer them we will get the word **‘write’** after stemming.

All of these algorithms have different level of strictness. If we compare these three stemmers then the Porter stemmers is the least strict and Lancaster is the strictest. Snowball stemmer is good to use in terms of speed as well as strictness.

Lemmatization

We can also extract the base form of words by lemmatization. It basically does this task with the use of a vocabulary and morphological analysis of words, normally aiming to remove inflectional endings only. This kind of base form of any word is called lemma.

The main difference between stemming and lemmatization is the use of vocabulary and morphological analysis of the words. Another difference is that stemming most commonly collapses derivationally related words whereas lemmatization commonly only collapses the different inflectional forms of a lemma. For example, if we provide the word saw as the input word then stemming might return the word ‘s’ but lemmatization would attempt to return the word either see or saw depending on whether the use of the token was a verb or a noun.

In the Python NLTK module, we have the following package related to lemmatization process which we can use to get the base forms of word −

WordNetLemmatizer package

This Python package will extract the base form of the word depending upon whether it is used as a noun or as a verb. We can import this package with the help of the following Python code −

from nltk.stem import WordNetLemmatizer

Chunking: Dividing Data into Chunks

It is one of the important processes in natural language processing. The main job of chunking is to identify the parts of speech and short phrases like noun phrases. We have already studied the process of tokenization, the creation of tokens. Chunking basically is the labeling of those tokens. In other words, chunking will show us the structure of the sentence.

In the following section, we will learn about the different types of Chunking.

Types of chunking

There are two types of chunking. The types are as follows −

Chunking up

In this process of chunking, the object, things, etc. move towards being more general and the language gets more abstract. There are more chances of agreement. In this process, we zoom out. For example, if we will chunk up the question that “for what purpose cars are”? We may get the answer “transport”.

Chunking down

In this process of chunking, the object, things, etc. move towards being more specific and the language gets more penetrated. The deeper structure would be examined in chunking down. In this process, we zoom in. For example, if we chunk down the question “Tell specifically about a car”? We will get smaller pieces of information about the car.

**Example**

In this example, we will do Noun-Phrase chunking, a category of chunking which will find the noun phrases chunks in the sentence, by using the NLTK module in Python −

**Follow these steps in python for implementing noun phrase chunking −**

**Step 1** − In this step, we need to define the grammar for chunking. It would consist of the rules which we need to follow.

**Step 2** − In this step, we need to create a chunk parser. It would parse the grammar and give the output.

**Step 3** − In this last step, the output is produced in a tree format.

Let us import the necessary NLTK package as follows −

import nltk

Now, we need to define the sentence. Here, DT means the determinant, VBP means the verb, JJ means the adjective, IN means the preposition and NN means the noun.

sentence=[("a","DT"),("clever","JJ"),("fox","NN"),("was","VBP"),

("jumping","VBP"),("over","IN"),("the","DT"),("wall","NN")]

Now, we need to give the grammar. Here, we will give the grammar in the form of regular expression.

grammar = "NP:{<DT>?<JJ>\*<NN>}"

We need to define a parser which will parse the grammar.

parser\_chunking = nltk.RegexpParser(grammar)

The parser parses the sentence as follows −

parser\_chunking.parse(sentence)

Next, we need to get the output. The output is generated in the simple variable called **output\_chunk**.

Output\_chunk = parser\_chunking.parse(sentence)

Upon execution of the following code, we can draw our output in the form of a tree.

output.draw()
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Bag of Word (BoW) Model

Bag of Word (BoW), a model in natural language processing, is basically used to extract the features from text so that the text can be used in modeling such that in machine learning algorithms.

Now the question arises that why we need to extract the features from text. It is because the machine learning algorithms cannot work with raw data and they need numeric data so that they can extract meaningful information out of it. The conversion of text data into numeric data is called feature extraction or feature encoding.

How it works

This is very simple approach for extracting the features from text. Suppose we have a text document and we want to convert it into numeric data or say want to extract the features out of it then first of all this model extracts a vocabulary from all the words in the document. Then by using a document term matrix, it will build a model. In this way, BoW represents the document as a bag of words only. Any information about the order or structure of words in the document is discarded.

Concept of document term matrix

The BoW algorithm builds a model by using the document term matrix. As the name suggests, the document term matrix is the matrix of various word counts that occur in the document. With the help of this matrix, the text document can be represented as a weighted combination of various words. By setting the threshold and choosing the words that are more meaningful, we can build a histogram of all the words in the documents that can be used as a feature vector. Following is an example to understand the concept of document term matrix −

**Example**

Suppose we have the following two sentences −

* **Sentence 1** − We are using the Bag of Words model.
* **Sentence 2** − Bag of Words model is used for extracting the features.

Now, by considering these two sentences, we have the following 13 distinct words −

* we
* are
* using
* the
* bag
* of
* words
* model
* is
* used
* for
* extracting
* features

Now, we need to build a histogram for each sentence by using the word count in each sentence −

* **Sentence 1** − [1,1,1,1,1,1,1,1,0,0,0,0,0]
* **Sentence 2** − [0,0,0,1,1,1,1,1,1,1,1,1,1]

In this way, we have the feature vectors that have been extracted. Each feature vector is 13-dimensional because we have 13 distinct words.

Concept of the Statistics

The concept of the statistics is called TermFrequency-Inverse Document Frequency (tf-idf). Every word is important in the document. The statistics help us nderstand the importance of every word.

Term Frequency(tf)

It is the measure of how frequently each word appears in a document. It can be obtained by dividing the count of each word by the total number of words in a given document.

Inverse Document Frequency(idf)

It is the measure of how unique a word is to this document in the given set of documents. For calculating idf and formulating a distinctive feature vector, we need to reduce the weights of commonly occurring words like the and weigh up the rare words.

Building a Bag of Words Model in NLTK

In this section, we will define a collection of strings by using CountVectorizer to create vectors from these sentences.

Let us import the necessary package −

from sklearn.feature\_extraction.text import CountVectorizer

Sentences = ['We are using the Bag of Word model', 'Bag of Word model is

used for extracting the features.']

vectorizer\_count = CountVectorizer()

features\_text = vectorizer.fit\_transform(Sentences).todense()

**print(vectorizer.vocabulary\_)**

The above program generates the output as shown below. It shows that we have 13 distinct words in the above two sentences −

{'we': 11, 'are': 0, 'using': 10, 'the': 8, 'bag': 1, 'of': 7,

'word': 12, 'model': 6, 'is': 5, 'used': 9, 'for': 4, 'extracting': 2, 'features': 3}

These are the feature vectors (text to numeric form) which can be used for machine learning.

Solving Problems

In this section, we will solve a few related problems.

Category Prediction

In a set of documents, not only the words but the category of the words is also important; in which category of text a particular word falls. For example, we want to predict whether a given sentence belongs to the category email, news, sports, computer, etc. In the following example, we are going to use tf-idf to formulate a feature vector to find the category of documents. We will use the data from 20 newsgroup dataset of sklearn.

We need to import the necessary packages −

from sklearn.datasets import fetch\_20newsgroups

from sklearn.naive\_bayes import MultinomialNB

from sklearn.feature\_extraction.text import TfidfTransformer

from sklearn.feature\_extraction.text import CountVectorizer

Define the category map. We are using five different categories named Religion, Autos, Sports, Electronics and Space.

category\_map = {'talk.religion.misc':'Religion','rec.autos''Autos',

'rec.sport.hockey':'Hockey','sci.electronics':'Electronics', 'sci.space': 'Space'}

Create the training set −

training\_data = fetch\_20newsgroups(subset = 'train',

categories = category\_map.keys(), shuffle = True, random\_state = 5)

Build a count vectorizer and extract the term counts −

vectorizer\_count = CountVectorizer()

train\_tc = vectorizer\_count.fit\_transform(training\_data.data)

print("\nDimensions of training data:", train\_tc.shape)

The tf-idf transformer is created as follows −

tfidf = TfidfTransformer()

train\_tfidf = tfidf.fit\_transform(train\_tc)

Now, define the test data −

input\_data = [

'Discovery was a space shuttle',

'Hindu, Christian, Sikh all are religions',

'We must have to drive safely',

'Puck is a disk made of rubber',

'Television, Microwave, Refrigrated all uses electricity'

]

The above data will help us train a Multinomial Naive Bayes classifier −

classifier = MultinomialNB().fit(train\_tfidf, training\_data.target)

Transform the input data using the count vectorizer −

input\_tc = vectorizer\_count.transform(input\_data)

Now, we will transform the vectorized data using the tfidf transformer −

input\_tfidf = tfidf.transform(input\_tc)

We will predict the output categories −

predictions = classifier.predict(input\_tfidf)

The output is generated as follows −

for sent, category in zip(input\_data, predictions):

print('\nInput Data:', sent, '\n Category:', \

category\_map[training\_data.target\_names[category]])

The category predictor generates the following output −

Dimensions of training data: (2755, 39297)

Input Data: Discovery was a space shuttle

Category: Space

Input Data: Hindu, Christian, Sikh all are religions

Category: Religion

Input Data: We must have to drive safely

Category: Autos

Input Data: Puck is a disk made of rubber

Category: Hockey

Input Data: Television, Microwave, Refrigrated all uses electricity

Category: Electronics

Gender Finder

In this problem statement, a classifier would be trained to find the gender (male or female) by providing the names. We need to use a heuristic to construct a feature vector and train the classifier. We will be using the labeled data from the scikit-learn package. Following is the Python code to build a gender finder −

Let us import the necessary packages −

import random

from nltk import NaiveBayesClassifier

from nltk.classify import accuracy as nltk\_accuracy

from nltk.corpus import names

Now we need to extract the last N letters from the input word. These letters will act as features −

def extract\_features(word, N = 2):

last\_n\_letters = word[-N:]

return {'feature': last\_n\_letters.lower()}

if \_\_name\_\_=='\_\_main\_\_':

Create the training data using labeled names (male as well as female) available in NLTK −

male\_list = [(name, 'male') for name in names.words('male.txt')]

female\_list = [(name, 'female') for name in names.words('female.txt')]

data = (male\_list + female\_list)

random.seed(5)

random.shuffle(data)

Now, test data will be created as follows −

namesInput = ['Rajesh', 'Gaurav', 'Swati', 'Shubha']

Define the number of samples used for train and test with the following code

train\_sample = int(0.8 \* len(data))

Now, we need to iterate through different lengths so that the accuracy can be compared −

for i in range(1, 6):

print('\nNumber of end letters:', i)

features = [(extract\_features(n, i), gender) for (n, gender) in data]

train\_data, test\_data = features[:train\_sample],

features[train\_sample:]

classifier = NaiveBayesClassifier.train(train\_data)

The accuracy of the classifier can be computed as follows −

accuracy\_classifier = round(100 \* nltk\_accuracy(classifier, test\_data), 2)

print('Accuracy = ' + str(accuracy\_classifier) + '%')

Now, we can predict the output −

for name in namesInput:

print(name, '==>', classifier.classify(extract\_features(name, i)))

The above program will generate the following output −

Number of end letters: 1

Accuracy = 74.7%

Rajesh -> female

Gaurav -> male

Swati -> female

Shubha -> female

Number of end letters: 2

Accuracy = 78.79%

Rajesh -> male

Gaurav -> male

Swati -> female

Shubha -> female

Number of end letters: 3

Accuracy = 77.22%

Rajesh -> male

Gaurav -> female

Swati -> female

Shubha -> female

Number of end letters: 4

Accuracy = 69.98%

Rajesh -> female

Gaurav -> female

Swati -> female

Shubha -> female

Number of end letters: 5

Accuracy = 64.63%

Rajesh -> female

Gaurav -> female

Swati -> female

Shubha -> female

In the above output, we can see that accuracy in maximum number of end letters are two and it is decreasing as the number of end letters are increasing.

Topic Modeling: Identifying Patterns in Text Data

We know that generally documents are grouped into topics. Sometimes we need to identify the patterns in a text that correspond to a particular topic. The technique of doing this is called topic modeling. In other words, we can say that topic modeling is a technique to uncover abstract themes or hidden structure in the given set of documents.

We can use the topic modeling technique in the following scenarios −

Text Classification

With the help of topic modeling, classification can be improved because it groups similar words together rather than using each word separately as a feature.

Recommender Systems

With the help of topic modeling, we can build the recommender systems by using similarity measures.

Algorithms for Topic Modeling

Topic modeling can be implemented by using algorithms. The algorithms are as follows −

Latent Dirichlet Allocation(LDA)

This algorithm is the most popular for topic modeling. It uses the probabilistic graphical models for implementing topic modeling. We need to import gensim package in Python for using LDA slgorithm.

Latent Semantic Analysis(LDA) or Latent Semantic Indexing(LSI)

This algorithm is based upon Linear Algebra. Basically it uses the concept of SVD (Singular Value Decomposition) on the document term matrix.

Non-Negative Matrix Factorization (NMF)

It is also based upon Linear Algebra.

All of the above mentioned algorithms for topic modeling would have the **number of topics** as a parameter, **Document-Word Matrix** as an input and **WTM (Word Topic Matrix)** & **TDM (Topic Document Matrix)** as output.